NoSQL Databases Worksheet 2

**Using PyMongo**

**Instructional Objectives:**

By the end of this task, you should be able to:

* Use PyMongo to connect to MongoDB server
* Create MongoDB databases using PyMongo
* Access MongoDB databases using PyMongo
* Obtain and modify MongoDB documents with PyMongo
* Use query operators in PyMongo

**What is PyMongo?**

MongoDB databases can be accessed using different programming languages like C, Java and Python. To access MongoDB databases using Python, we use the Python driver for MongoDB, PyMongo.

To use PyMongo, start your Python program by importing the pymongo package.

Try typing and running program 1 below. (Remember to start the MongoDB server before you run the program.) The program connects to the MongoDB server and outputs the databases currently in the MongoDB server.

**Task 1: Access MongoDB**

|  |  |
| --- | --- |
| **Program 1:** access.py | |
| 1  2  3  4  5  6 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  databases = client.database\_names()  print("The databases in the MongoDB server are:")  print(databases)  client.close() |

Line 2 connects to the local MongoDB database which is usually at port 27017. You can see the port number when you start the MongoDB server. Line 6 closes the connection to the server. The MongoDB server window should remain open while you want to access the MongoDB database.

![](data:image/png;base64,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)

Line 3 of the code retrieves the names of the databases, stored as a Python list.

**Task 2: Inserting documents**

As an example, let’s create a database to store details on movie information.

Please note that MongoDB waits until you have inserted at least one document before it actually creates the database and collection.

|  |  |
| --- | --- |
| **Program 2:** insert.py | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.get\_collection("movies")  coll.insert\_one({"\_id":1, "title":"Johnny Maths", "genre":"comedy"})  coll.insert\_one({"title":"Star Walls", "genre":"science fiction"})  coll.insert\_one({"title":"Detection"}) #no genre  list\_to\_add = []  list\_to\_add.append({"title":"Badman", "genre":"adventure", "year":2015})  list\_to\_add.append({"title":"Averages", "genre":["science fiction","adventure"], "year":2017})  list\_to\_add.append({"title":"Octopus Man", "genre":"adventure", "year":2017})  list\_to\_add.append({"title":"Fantastic Bees", "genre":"adventure", "year":2018})  list\_to\_add.append({"title":"Underground", "genre":"horror", "year":2014})  coll.insert\_many(list\_to\_add)  c = db.collection\_names("entertainment")  print ("Collections in entertainment database: ",c)  client.close() |

Program 2 demonstrates two ways of inserting documents into collection entertainment. To insert one document, you can use the insert\_one() method shown in lines 5 and 6. Notice that all not fields are required for insertion, as shown in lines 5 to 7. To insert multiple documents, you can use the insert\_many() method to insert a list of documents as shown in line 14.

MongoDB will assign a unique \_id to each document. You can customise the \_id by stating it during the insertion process, as shown on line 5. However, this means that you cannot run program 2 again until you remove this document, otherwise the program will produce an error. You can try to run the program again with line 5 commented out. Duplicates of the other documents will be created.

Line 15 gathered the list of collections while line 16 prints it as a list.

1. Write a Python program to ask for one movie title and the year of movie, then insert the document into the movie collection. Assume no genre is given.

|  |
| --- |
| **Q1 Program:** q1.py |
|  |

**Go further!** Can you extend the program to include genres (where movies can have none or multiple genres)?

**Task 3: Importing data from file**

Of course, for large amount of data, it is more efficient to import from a file.

1. The program below reads from a delimited text file and insert the documents into the database. Parts of the input file and the program are given below.

Fill in the blanks.

|  |
| --- |
| **Input File:** input.txt |
| Amanda,45  Bala,28  Charlie,33  Devi,29  ... |

|  |
| --- |
| **Q2 Program:** q2.py |
| import pymongo, csv  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_("users")  with open('input.txt') as csv\_file:  csv\_reader = csv.reader(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_, delimiter=',')  for \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ in csv\_reader:  coll.insert\_one({"name":row[0], "age":row[\_\_\_\_\_\_\_]})  client.close() |

If the file is in JSON (JavaScript Object Notation), the data can also be imported using the load() function. A sample JSON file and program is shown below.

|  |
| --- |
| **JSON file:** input.json |
| [  {  "name": "Amanda",  "age": "45"  },  {  "name": "Bala",  "age": "28"  },  {  "name": "Charlie",  "age": "33"  },  {  "name": "Devi",  "age": "29"  }  ] |

|  |  |
| --- | --- |
| **Program 3:** loadjson.py  **Note** that in this implementation, you do not need to use client.get\_database() and client.get\_collection(). You can access or create a database/collection directly using client[*database\_name*][*collection\_name*]  **Note**  data: Python list of dict objects | |
| 1  2  3  4  5  6 | import pymongo, json  client = pymongo.MongoClient("127.0.0.1", 27017)  with open('data.json') as file:  data = json.load(file)  client['entertainment']['moreusers'].insert\_many(data)  client.close() |

**Task 4: Query**

Let’s now try to get the data from the database.

|  |  |
| --- | --- |
| **Program 4:** view.py | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.get\_collection("movies")  result = coll.find()  print("All documents in movie collection:")  for document in result:  print(document)  print("Number of items in movie collection:", coll.count())  result = coll.find({'genre': 'adventure'})  print("All movies with adventure genre:")  for document in result:  print(document)  query2 = {'genre': 'adventure', 'year': {'$gt': 2016}}  result = coll.find(query2)  print("All titles of movies with adventure genre after 2016:")  for document in result:  print(" - " + document.get('title'))  print("There are",result.count(),"movies in the list above.")  client.close() |

The method find() in line 5 returns a Cursor of all the documents in the movie collection. The results can be printed with a loop. The count() method gives the number of documents in the movie collection.

Line 11 onwards demonstrates the searching of specific documents in MongoDB. The query can be formed directly as shown in line 11, or built with variables (see lines 16 and 17). Each document is just a Python dict, so you can use the usual built-in methods for dict. For example, line 20 uses the get() method to retrieve the value of title. This allows you to extract the value for a particular field in the document.

Line 16 of the code creates the query to find the documents with adventure genre **and** year greater than 2016. It can be rewritten using the $and operator:

query2 = {'$and':[{'genre': 'adventure'}, {'year': {'$gt': 2016}}]}

Line 21 shows how to obtain the number of documents in the search results. Using the count() method, it gives the number of titles of movies with adventure genre after 2016.

The following is a list of commonly used query operators.

|  |  |
| --- | --- |
| $eq | Equals to |
| $gt | Greater than |
| $gte | Greater than or equal to |
| $lt | Less than |
| $lte | Less than or equal to |
| $ne | Not equal to |
| $in | In a specified list |
| $nin | Not in a specified list |
| $or | Logical OR |
| $and | Logical AND |
| $not | Logical NOT |
| $exists | Matches documents which has the named field |

Program 5 demonstrates the use of some of these query operators.

|  |  |
| --- | --- |
| **Program 5:** view2.py | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.get\_collection("movies")  result = coll.find()  print("All documents in movie collection:")  for document in result:  print(document)  print("Number of items in movie collection:", coll.count())  result = coll.find({'genre':{'$in':['adventure', 'comedy']}})  print("All movies with adventure or comedy genre inside:")  for document in result:  print(document)  query2 = {'genre': {'$exists':False}}  result = coll.find(query2)  print("All movies without genre:")  for document in result:  print(" - " + document.get('title'))  result = coll.find\_one({'year':{'$eq':2017}})  print("One movie that was released in 2017")  print(result)  client.close() |

Line 23 uses find\_one() which returns one document that matches the condition.

Run the program. Modify the program with different query operators and options.

1. Modify lines 12 and 13 to find all movies without adventure and comedy genres.

………………………………………………………………………………………….

………………………………………………………………………………………….

1. Modify lines 17 to 21 such that for all movies with year, print out the movie title and how many years ago the movie was released.

………………………………………………………………………………………….

………………………………………………………………………………………….

………………………………………………………………………………………….

………………………………………………………………………………………….

………………………………………………………………………………………….

………………………………………………………………………………………….

1. Modify lines 23 to 25 to print out all movies released before 2017.

………………………………………………………………………………………….

………………………………………………………………………………………….

………………………………………………………………………………………….

………………………………………………………………………………………….

**Task 5: Update**

To modify the content in the database, use the update\_one() method to modify the first document that matches the query, or the update\_many() method to modify all documents that matches the query. Program 6 demonstrates the update process. Line 12 uses $set to set all the year values greater than 2016 to be 2015. There is also the $unset operator to remove given fields (see line 28). Note that even though $unset operator removes the given fields, there is still a requirement to have a second argument, thus 0 is placed even though it won’t be updated.

|  |  |
| --- | --- |
| **Program 6:** update.py | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.get\_collection("movies")  result = coll.find()  print("All documents in movies collection:")  for document in result:  print(document)  search = {'year':{'$gt':2016}}  update = {'$set':{'year':2015}}  coll.update\_one(search, update)  result = coll.find()  print("All documents in movies collection after update one:")  for document in result:  print(document)  coll.update\_many(search, update)  result = coll.find()  print("All documents in movies collection after updating all:")  for document in result:  print(document)  search = {'year':{'$eq':2018}}  update = {'$unset':{'year':0}}  coll.update\_many(search, update)  result = coll.find()  print("All documents in movies collection after unset:")  for document in result:  print(document)  client.close() |

1. Modify lines 11 and 12 to add comedy genre to all movies that currently have no genres.

………………………………………………………………………………………….

………………………………………………………………………………………….

1. Modify lines 27 and 28 to remove the genre field to all movies that currently have adventure as its genre or one of its genre.

………………………………………………………………………………………….

………………………………………………………………………………………….

**Task 6: Delete**

To delete documents in a collection, you can use the delete\_one() method to delete the first document that matches the given condition, or delete\_many() method to delete all the documents that match the condition. This is demonstrated by program 7 below.

|  |  |
| --- | --- |
| **Program 7:** delete.py | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.get\_collection("movies")  result = coll.find()  print("All documents in movies collection:")  for document in result:  print(document)  coll.delete\_one({'year':2015})  result = coll.find()  print("All documents in movies collection after deleting one:")  for document in result:  print(document)  coll.delete\_many({'year':2015})  result = coll.find()  print("All documents in movies collection after deleting all:")  for document in result:  print(document)  client.close() |

1. Modify line 18 to delete all movies with adventure as its genre or one of its genre.

………………………………………………………………………………………….

To clear the collection, you can write a program similar to program 8 below.

|  |  |
| --- | --- |
| **Program 8:** remove.py | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | import pymongo  client = pymongo.MongoClient("127.0.0.1", 27017)  db = client.get\_database("entertainment")  coll = db.get\_collection("tv")  coll.insert\_one({"title":"X Man", "genre":"science fiction"})  coll.insert\_one({"title":"Fresh from the boat", "genre":"comedy"})  coll.insert\_one({"title":"", "genre":"comedy"})  coll.insert\_one({"genre":"comedy"})  result = coll.find()  print("All documents in tv collection:")  for document in result:  print(document)  print("Number of items in tv collection:", coll.count())  db.drop\_collection("tv")  result = coll.find()  print("After tv collection is dropped:")  for document in result:  print(document)  print("Number of items in tv collection:", coll.count())  client.close() |

To remove the entire entertainment database, you can use the following statement. That will remove all the collections and the documents within it.

client.drop\_database("entertainment")

**Task 7: CRUD Exercise**

1. You are tasked to create and store concert information on a NoSQL database, accessing them through a Python program.

Create a program to insert concert information (e.g. concert title, date, time, venue, price of tickets), search for information on a concert using concert title and delete the entire concert by concert title (assuming that all concerts have unique titles). You should have a menu to allow the user to select the option, and an option to end the program.

|  |
| --- |
| **Q9 Program:** q9.py |
|  |
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